[Difference between @Mock and @InjectMocks](https://stackoverflow.com/questions/16467685/difference-between-mock-and-injectmocks)

@Mock creates a mock. @InjectMocks creates an instance of the class and injects the mocks that are created with the @Mock (or @Spy) annotations into this instance.

Note that you must use @RunWith(MockitoJUnitRunner.class) or Mockito.initMocks(this) to initialize these mocks and inject them.

This is a sample code on how @Mock and @InjectMocks works.

Say we have Game and Player class.

class Game {

private Player player;

public Game(Player player) {

this.player = player;

}

public String attack() {

return "Player attack with: " + player.getWeapon();

}

}

class Player {

private String weapon;

public Player(String weapon) {

this.weapon = weapon;

}

String getWeapon() {

return weapon;

}

}

As you see, Game class need Player to perform an attack.

@RunWith(MockitoJUnitRunner.class)

class GameTest {

@Mock

Player player;

@InjectMocks

Game game;

@Test

public void attackWithSwordTest() throws Exception {

Mockito.when(player.getWeapon()).thenReturn("Sword");

assertEquals("Player attack with: Sword", game.attack());

}

}

Mockito will mock a Player class and it's behaviour using when and thenReturn method. Lastly, using @InjectMocks Mockito will put that Player into Game.

Notice that you don't even have to create a new Game object. Mockito will inject it for you.

// you don't have to do this

Game game = new Game(player);

We will also get same behaviour using @Spy annotation. Even if the attribute name is different.

@RunWith(MockitoJUnitRunner.class)

public class GameTest {

@Mock Player player;

@Spy List<String> enemies = new ArrayList<>();

@InjectMocks Game game;

@Test public void attackWithSwordTest() throws Exception {

Mockito.when(player.getWeapon()).thenReturn("Sword");

enemies.add("Dragon");

enemies.add("Orc");

assertEquals(2, game.numberOfEnemies());

assertEquals("Player attack with: Sword", game.attack());

}

}

class Game {

private Player player;

private List<String> opponents;

public Game(Player player, List<String> opponents) {

this.player = player;

this.opponents = opponents;

}

public int numberOfEnemies() {

return opponents.size();

}

// ...

That's because Mockito will check the Type Signature of Game class, which is Player and List<String>.

**Mockito: Why You Should Not Use InjectMocks Annotation to Autowire Fields**

[Ted Vinke](https://tedvinke.wordpress.com/author/tedvinke/) [Java](https://tedvinke.wordpress.com/category/java/)  13/02/2014 3 Minutes

People like the way how Mockito is able to mock Spring’s auto-wired fields with the @InjectMocks annotation. When I read [this post of Lubos Krnac last week](http://lkrnac.net/blog/2014/01/21/mock-autowired-fields/), I thought I should explain why I think the use of InjectMocks is a bad signal and how you should avoid it. Hint: it’s about visibility.

Let’s say we have a PlannerServiceImpl which delegates to a PlannerClient. Uses Spring for auto-wiring all together; there’s no constructor, but Spring is able to use *field injection*.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | @Service  public class PlannerServiceImpl implements PlannerService {      private static final Logger LOG = LoggerFactory.getLogger(PlannerServiceImpl.class);        @Autowired      private PlannerClient plannerClient;        @Override      public Long createWeddingPlan() {          try {              CreateWeddingPlanResponse response = plannerClient.createWeddingPlan();              return convert(response).getId();          } catch (Exception e) {              LOG.error("Unable to create wedding plan", e);              return null;          }      } |

An associated test could look like:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | @RunWith(MockitoJUnitRunner.class)  public class PlannerServiceImplTest {        @Mock      private PlannerClient plannerClient;        @InjectMocks      private final PlannerServiceImpl plannerService = new PlannerServiceImpl();        @Test      public void testCreateWeddingPlanWhenClientReturnsUndefinedResponseThenNullIsReturned() throws Exception {          when(plannerClient.createWeddingPlan()).thenReturn(null);            final Long actual = plannerService.createWeddingPlan();            assertThat(actual, is(nullValue()));      } |

The org.mockito.InjectMocks annotation can be seen as an equivalent of Spring’s own dependency injection. The Javadoc states:

*Mockito will try to inject mocks only either by constructor injection, setter injection, or property injection in order and as described below. If any of the following strategy fail, then Mockito****won’t report failure****; i.e. you will have to provide dependencies yourself.*

(Whoever would design this to fail silently at all?)

So what if someone decides to **create a new dependency**, say an AuditService and upgrades a bunch of services by adding it as an additional property, also marked as @Autowired?

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | @Service  public class PlannerServiceImpl implements PlannerService {      private static final Logger LOG = LoggerFactory.getLogger(PlannerServiceImpl.class);        @Autowired      private PlannerClient plannerClient;        @Autowired      private AuditService auditService;        @Override      public Long createWeddingPlan() {          try {              CreateWeddingPlanResponse response = plannerClient.createWeddingPlan();              auditService.addEntry("Wedding plan created.");              return convert(response).getId();          } |

The test will fail, probably on a NullPointerException on a missing AuditService – and **it is not visible why**. InjectMocks will fail silently and there’s no indication the test needs this. *Did I already ask whoever would design something like this to fail****silently****?*

If you’re doing TDD or not (and we are able to change the test first) – clients of this code don’t know about an additional dependency, because it’s completely hidden. You shouldn’t use InjectMocks to deal with injecting private fields (err..or at all) , because this kind of Dependency Injection is **evil** – and signals you should change your design.

There, I said it.

**Fix #1: Solve your design and make your dependencies visible.**

Create a constructor. Pass along the PlannerClient.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | @Service  public class PlannerServiceImpl implements PlannerService {      private static final Logger LOG = LoggerFactory.getLogger(PlannerServiceImpl.class);        private final PlannerClient plannerClient;        @Autowired      public PlannerServiceImpl(final PlannerClient plannerClient) {          this.plannerClient = plannerClient;      } |

Now, when there are more dependencies needed, they’re clearly in sight [because the constructor says so](http://blog.schauderhaft.de/2012/01/01/the-one-correct-way-to-do-dependency-injection/). So don’t go creating a bunch of setters now – they still don’t force you to pass along your required dependencies!

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | @Service  public class PlannerServiceImpl implements PlannerService {      private static final Logger LOG = LoggerFactory.getLogger(PlannerServiceImpl.class);        private final PlannerClient plannerClient;        private final AuditService auditService;        @Autowired      PlannerServiceImpl(PlannerClient plannerClient, AuditService auditService) {          this.plannerClient = plannerClient;          this.auditService = auditService;      } |

The test itself won’t compile any more (luckily, because of the way we’ve been instantiating the field as plannerService = new PlannerServiceImpl()!) as soon as e.g. the AuditService is added to the constructor. So it’s time to..

**Fix #2: Get rid of @InjectMocks**

There’s no need to use @InjectMocks anymore. Instead instantiate the class-under-test properly in a @Before-annotated method – where it belongs, passing along all needed dependencies.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | @RunWith(MockitoJUnitRunner.class)  public class PlannerServiceImplTest {    @Mock  private PlannerClient plannerClient;    @Mock  private AuditService auditService;    private PlannerServiceImpl plannerService;    @Before  void setUp() {      plannerService = new PlannerServiceImpl(plannerClient, auditService);  } |

* **Tagged**
* [Mockito](https://tedvinke.wordpress.com/tag/mockito/)

1. ![https://0.gravatar.com/avatar/367fb39afa7959e2b6c9e4db4845cfa4?s=48&d=https%3A%2F%2F0.gravatar.com%2Favatar%2Fad516503a11cd5ca435acc9bb6523536%3Fs%3D48&r=G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAwCAYAAABXAvmHAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADo0lEQVRo3u2ZXU/qTBDH/1u3pS8uUg2uEC6AG0qa6Pf/AH4BbhQv1MQLgtE0VkwaSttzVVL69HVb8JzkmWSTgdJldvbXmdkpub+/j/APC42if9p+SIQQAAAhBGk961r8ua5e9D9NdFr0x6LGHnuupP4/Qr+t73cgiqL9l+ldabpLyfvb1mma0yx2s4whhFTSjx5G095vy6uUUsiyDEIIfN/HdruttfCqeiWEqoqu6+CcwzRNdDqdg2u+78NxHKzXa2w2G0RR9PcgJMsyxuMx+v1+7r2KooBzjuvraziOg+fn5/2uNIpCoh6P79E0Dbe3t3vjk57N0gkhME0Td3d3YIyV/r5Ml4p+lDWSxquqCtu297jU2npKMZ/PcX5+3gghKRnz6wxJkjCbzaAoCkTnoJRiNpvh7OxMeA6paJVZ1+LPnHMYhiG89bHe6XQwGo2EH+ZShNLXYhkOh60lo5ubG0iSJOQEKpJsGGNQVbW9ZEQpTNPE5+dn8yhUBaGLi4vG0SOtd7tdoV2k6chSpRZKer+t2kbTNJTZUjmRlUkcNdoU0TmFEArDsHWEgiA4HUKe57WOkOd5p0PIdd3WERKdUwgh13Wx3W5bQygIAjiOI5bIylaYdYyLogir1ao1hN7f3/fPgNAO5FWbecUcAKxWK3ieJ1zDxMP3fby9vQk7QCrzft7BPggCLJdL7HY7YYTCMMTT0xN83292HqiKTlp+fn7w8PCA3W5X24NhGGK5XMJ13UadCWGEYvn+/sZiscDX19d/WjJ5Y7PZYLFYwHGcxs+QMELp4k6SpFoIxaV4K10JUYRM08R4PIamabW6FowxMMYwGo3w+vq6D6EinQlapW2StbjpdArOeaOEpus65vM51us1Xl5eEIZhbYRolRyQbLlQSmFZFhhjws2udOOLcw5d1/H4+Fg7ItWKQpRS2LadaXxTnTEG27Yhy/JxohAhBJZlwTCMxskrbxiGAcuyDnaptSg0mUzQ7XZbLaGzdMYYJpNJuwiZpgnOuVC5K6LH7clWEIojzrGwyRvT6fQgtwgjNBgMDhq1x0Yo2S8aDAbNECKEHPR/ToVQrA+Hw9K3Q4WJ7OrqCoqi/Nr7L0VRcHl5iY+PDzGE+v1+rneOjVCsxzbURohSil6vlzv5KRACgF6vB0ppfYSSFeZvCiEEjLHcM7NUtIAi75wKobQtlctpwzBOikqRnjw7VC6nVVU9yWvSKlLUi81FKK4K/waEkrak5Q/Blfve769PRgAAAABJRU5ErkJggg==)**Darrell Burgan**

[16/02/2014 at 02:09](https://tedvinke.wordpress.com/2014/02/13/mockito-why-you-should-not-use-injectmocks-annotation-to-autowire-fields/#comment-171)

You have a good point, but I disagree with you for two reasons.

The first is that the intent of TDD is to do white box testing, not just black box testing. So it is permissible, in my view, for a unit test to know more about what is going on than what is visible via the public facade of a class. Note I said “permissible”, not “desirable”.

The second reason is bigger. While it is a good thing to have the compiler tell you when you’re missing a dependency, you are essentially advocating that people should not use the Spring or JEE dependency injection annotations, which is a far bigger topic than just how do you do unit testing using Mockito. Essentially you are arguing against that paradigm of development in favor of explicit dependency injection via constructors. That may be a superior programming approach (or it may not) but either way it is a big change from common practice. I’d love to hear your thoughts on that.

Cheers,  
Darrell
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[17/02/2014 at 07:19](https://tedvinke.wordpress.com/2014/02/13/mockito-why-you-should-not-use-injectmocks-annotation-to-autowire-fields/#comment-172)

IMHO, setter injection should be banished forever, and should be replaced with constructor injection. I have never had a situation where I couldn’t use constructor injection instead of setter injection. My experience includes 2 large projects using Guice and 1 large project using Spring (which we migrated from setter injection to constructor injection).

Darrell, when Spring started I think setter injection was strongly favoured. I’m not sure why, but anyways, that paradigm became very entrenched. Slowly, constructor injection is becoming more popular.

Check out this blog post:  
<http://spring.io/blog/2007/07/11/setter-injection-versus-constructor-injection-and-the-use-of-required>  
where they talk about the history of setter vs constructor injection and give a recommendation (use constructor injection).

Like
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[18/02/2014 at 05:27](https://tedvinke.wordpress.com/2014/02/13/mockito-why-you-should-not-use-injectmocks-annotation-to-autowire-fields/#comment-173)

Good blog post. Like I said, having the compiler track the dependencies is superior than runtime injection usually. But there are still cases to be made for deferring the binding until the last moment, along with the many cases against it. Food for thought ….

Liked by [1 person](https://tedvinke.wordpress.com/2014/02/13/mockito-why-you-should-not-use-injectmocks-annotation-to-autowire-fields/)

1. ![https://0.gravatar.com/avatar/0162e4fc0714206d466b196acc7cb3ea?s=48&d=https%3A%2F%2F0.gravatar.com%2Favatar%2Fad516503a11cd5ca435acc9bb6523536%3Fs%3D48&r=G](data:image/jpeg;base64,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)[**Ted Vinke**](https://tedvinke.wordpress.com/)

[18/02/2014 at 16:39](https://tedvinke.wordpress.com/2014/02/13/mockito-why-you-should-not-use-injectmocks-annotation-to-autowire-fields/#comment-174)

Thanks David, you beat me to it.

Darrell, I’m **not** advocating that people should not use the Spring or JEE dependency injection annotations, because I’ve added a constructor, still to be used with Spring’s auto-wiring right? But it’s a constructor (instead of field or setter injection) and that’s the proper way of doing it IMHO.

Consequently, in the test itself *no* @InjectMocks magic is needed anymore.

Both thanks for your responses!